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Abstract- The efficacy of the Advanced Encryption 

Standard (AES) algorithm has made it very attractive 

for data encryption. As a result of this, it has been 

employed by many large organizations for 

safeguarding files in any binary format. It makes use 

of a symmetric key to achieve successful data 

encoding. To encrypt a file, it uses different key sizes. 

Although a bigger key size increases the degree of 

unpredictability, it also increases the encryption 

time. AES utilizes Add round key, Byte substitution, 

Shift rows and Shift column matrix operations 

together with a Galois Field computation in Modulus 

two (MOD 2). This paper shows the step-by-step 

process of how data is encrypted using the AES. 

 

Indexed Terms- AES, Add round key, Byte 

substitution, Galois Field, Shift rows and Shift 

column. 

 

I. INTRODUCTION 

 

AES, also known as Rijndael, is a symmetric block 

cipher that uses a set block size in its cryptographic 

method [1]. It employs bits sizes of 128, 192, and 256, 

with the following rounds; 10, 12 and 14 respectively; 

it utilizes higher key sizes in recent times of systems 

with fast processing speed [2]. The AES cryptographic 

technique is widely used since it is well known for its 

high security [3]. It encrypts plaintext through the 

following processes; byte substitution (SubBytes), 

shift rows, mix column and the Add Round Key [4]. 

 

II. HOW AES WORKS 

 

The AES performs encryption of files via four major 

steps including; byte substitution, shift rows, mix 

column and add round key [4]. The operation 

scrambles the input data using a particular technique 

in each step until the required output is generated. This 

work will concentrate on the encryption of data with a 

128-bit input. 

 

III. ADD ROUND KEY 

 

The input data which is a plaintext of 128 bits (16 

bytes or 4 words) is exclusively ORed (XOR) with the 

cipher key of 128 bits [5]. The XOR logic gate has two 

inputs, it produces a logic output of “one” only when 

one of the inputs is a “one”, else, zero otherwise. i.e. 

 

0 XOR 0 = 0 

1 XOR 0 = 1 

1 XOR 1 = 0 

0 XOR 1 = 1 

 

The hexadecimal presentation of the plaintext and the 

cipher key are XORed and the intermediate results are 

stored as an output state [6]. 

 

Table 3.1 Hexadecimal computation 

Hex 8 4 2 1 

0 0 0 0 0 

1 0 0 0 1 

2 0 0 1 0 

3 0 0 1 1 

4 0 1 0 0 

5 0 1 0 1 

6 0 1 1 0 

7 0 1 1 1 

8 1 0 0 0 

9 1 0 0 1 

A 1 0 1 0 

B 1 0 1 1 

C 1 1 0 0 

D 1 1 0 1 

E 1 1 1 0 

F 1 1 1 1 
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The hexadecimal representation of the plain text is 

XORed with the hexadecimal representation of the  

 [6]. Where        represents the symbol for XOR 

operation 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

IV. SUBSTITUTION BYTE 

 

During this stage, values of each output are replaced 

with values from the AES S-Box lookup table that 

correspond to it [6]. 

 

Table 4.1 S-Box [7][8] 

 

The first two numbers obtained from the hexadecimal 

computation of the add round key are 1 and 9. From 

the AES S-box lookup table, 1 is read from the X-axis, 

while 9 is read from the Y-axis. The value at the point 

of intersection from the lookup table becomes the new 

value. This step is repeated for all values gotten from 

the output of the add round key table until a new output 

state known as byte substitution is obtained [9][10]. 

 

 

 

 

 

 

Table 4.1 Output state after Byte substitution 
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Hexadecimal representation 

of plain text 

Hexadecimal representation of 

Cipher text 

Table 3.2 Output state of Add round 

ke 

Hexadecimal representation of add 

round key 
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V. SHIFT ROWS 

 

The process here entails putting the byte substitution's 

output in a square matrix (4x4) and then perform a 

round shift on each row, starting from the second row, 

the last byte (41) is shifted once to the left to display 

(b4).  While the last bytes on the third and fourth row 

are shifted two and three times respectively. [11]. 

 

 

 

 

 

 

 

 

VI. MIX COLUMN 

 

This is accomplished by multiplying the shift rows 

output by a predetermined 4x4 matrix. 

 

 

 

 

 

 

 

4x4 Predefined Matrix [12] 

 

Each word of the Shift rows output state (4x1 

matrixes) is multiplied by the predefined 4x4 matrix. 

Let W0= (d4 bf 5d 30) W1 = (e0 b4 52 ae) W2 = (b8 41 

11 f1) and W3 = (1e 27 98 e5). Where W0, W1, W2, and 

W3 represents each word of the shift rows output state 

respectively. 

This is done using the Galois fields which is 

computing polynomials as bits sequence, also the 

Galois fields are computed in Modulus two (MOD 2), 

so the values obtained from the computations will 

either be 0s and/or 1s. Galois field is given as: 

A ϵ GF (28) [13] 

 

A(x) = a7x7+a6x6+a5x5+a4x4+a3x3+a2x2+a1x+a0,   ai 

∈ GF (2) = {0, 1}. [13] 

If the product of two Galois fields is more than a byte 

(8 bits) then the result can be reduced by performing 

XOR operation on a special primitive polynomial 

known as the irreducible polynomial. This polynomial 

is given as: P(x) = x8 + x4 + x3 + x + 1[13] 

 

An example is used to illustrate this, by using the 

output state obtained after the shift rows operation. 

The first word is multiplied by a 4x4 predefined 

matrix. 

 

 

 

 

 

 

 

 

 

 

 

 

Applying Galois field (A(x) = 

a7x7+a6x6+a5x5+a4x4+a3x3+a2x2+a1x+a0) we have: 

(X1(x7 + x6 + x4 + x2)) + (x1 + x0 (x7 +x5 +x4 + x3 + x2 

+ x1 + x0)) + (X0(x6 + x4 + x3 + x2 + x0)) + (X0(x5 + x4)) 

 

Representing the above expression in its binary 

equivalent we have: 

 (10 * 1101 0100) + (11 * 1011 1111) + (01 * 0101 

1101) + (01 * 0011 0000) 

i.e. (X1(x7 + x6 + x4 + x2)) = (10 * 1101 0100), (x1 + x0 

(x7 +x5 +x4 + x3 + x2 + x1 + x0)) = (11 * 1011 1111), 

(X0(x6 + x4 + x3 + x2 + x0)) = (01 * 0101 1101), (X0(x5 

+ x4)) = (01 * 0011 0000) 

Solving the polynomial for the first byte of the first 

word (W0) we have 

(X1(x7 + x6 + x4 + x2)) = (10 * 1101 0100); 

 

 

 

 

 

 

 

Answer = 1X8 + 1X7 + 0X6 + 1X5 + 0X4 + 1X3 + 0X2 

+ 0X1 + 0X0 = 110101000  

Since 6, 4, 2 and 0 are not captured in the answer, they 

are replaced with 0s in the binary equivalent while the 

captured answers are replaced with 1s respectively. 
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Because the product of the Galois fields is more than 

a byte (8 bits), the result is reduced by performing 

XOR operation with the irreducible polynomial. 

 

 
 

Similarly solving the polynomial for the second byte 

of the first word (W0) we have: 

(x1 + x0 (x7 +x5 +x4 + x3 + x2 + x1 + x0)) = (11 * 1011 

1111) 

 

 0 1 

0 0 1 

1 1 2 

2 2 3 

3 3 4 

4 4 5 

5 5 6 

7 7 8 
 

Answer = 1x8 + 1x7 + 1x6 + 0x5 + 0x4 + 0x3 + 0x2 + 0x1 

+ 0x0 =  111000001 

In computing the answer, we use XOR addition. 

Anywhere a number in the answers appear as an even 

number we replace it with 0s. For odd appearances, we 

replace with 1s. i.e. 8, 7, 6 and 0 appeared once 

therefore we replace them with 1s while the rest 

appeared twice therefore we denote them as 0s. 

In addition, since the binary value doesn’t fit into a 

byte, we reduce it with x8 + x4 + x3 + x1 + x0 = 

100011011. 

 

 
 

Similarly solving the polynomial for the third byte of 

the first word (W0) we have: 

(X0(x6 + x4 + x3 + x2 + x0)) = (01 * 0101 1101) 

(01 * 0101 1101)  = 0101 1101 

Solving the polynomial for the third byte of the first 

word (W0) we have: 

(X0(x5 + x4)) = (01 * 0011 0000) 

(01 * 0011 0000) = 0011 0000 

Performing XOR operation on the first word the 

following answer is obtained; 

(X1(x7 + x6 + x4 + x2)) = (10 * 1101 0100), (x1 + x0 (x7 

+x5 +x4 + x3 + x2 + x1 + x0)) = (11 * 1011 1111), (X0(x6 

+ x4 + x3 + x2 + x0)) = (01 * 0101 1101), (X0(x5 + x4)) 

= (01 * 0011 0000) 

 

 

 

The same process is repeated for the second word 

(W1), third word (W2) and fourth word (W3) and the 

following result is obtained as the output state 

 

04 e0 48 28 

66 cb f8 06 

81 19 d3 26 

e5 9a 7a 4c 

 

VII. ADD ROUND KEY 

 

The processes done here is the same with that in 

section 2, in this process, output state from the Mix 

column operation is exclusively ORed (XOR) with the 

128 bits (16 bytes or 4 words) cipher key. 

 

 

 

 

 

 

 

 

 

 

 

 

Table 6.1 Output state from Add round key 

 

a4 68 6b 02 

9c 9f 5b 6a 

7f 35 ea 50 

f2 2b 43 49 

 

 

 

04 e0 48 28 

66 cb f8 06 

81 19 d3 26 

e5 9a 7a 4c 

Mix Column 
Output 

a0 88 23 2a 

fa 54 a3 6c 

fe 2c 39 76 

17 b1 39 05 

Cipher Key 

a4 68 6b 02 

9c 9f 5b ba 

7f 35 ea 50 

f2 2b 43 49 

Output State 
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Except for the mix column, which is performed nine 

times, the entire process is done ten times. Following 

that, the resulting AES-encrypted file is acquired. 

 

CONCLUSION 

 

AES is a trusted algorithm for securing files, which is 

why it is employed by notable organizations for 

securing documents. This paper has therefore broken 

the processes required by this algorithm to secure 

information into various components in a bid to 

demonstrate why it is still one of the most reliable 

algorithm for protecting data. 
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