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Abstract- Cloud computing has gained significant 

traction due to its cost-effectiveness, scalability, and 

flexible pay-as-you-go model—trends further 

accelerated by the proliferation of IoT devices. As a 

result, many organizations now leverage Database-

as-a-Service (DBaaS) for database deployment, 

enjoying benefits such as high availability, 

automated scaling, failover support, and reduced 

administrative overhead. This paper enhances the 

performance of shared cloud databases under mixed 

transactional and analytical workloads through two 

complementary strategies: Business intelligence and 

decision support systems often execute complex 

queries with multiple joins and aggregations. To 

minimize repeated computations, a scalable tree-

mining algorithm is employed to identify frequently 

occurring sub-expressions from historical query 

plans. These are materialized as views, significantly 

lowering query execution costs. Web applications 

like e-commerce and online banking experience 

region-specific, time-dependent access patterns. To 

address this, a predictive model based on Parzen 

window estimation is used to identify time-varying 

working sets. A novel cache replacement strategy is 

then proposed, prioritizing blocks based on predicted 

reuse. Experimental evaluations demonstrate that 

the proposed methods significantly improve cache hit 

rates and overall performance compared to existing 

solutions. 

 

I. INTRODUCTION 

 

Today, data warehouses—also known as decision 

support systems—play a critical role in business and 

corporate decision-making. Unlike transactional 

databases, which store real-time operational data, data 

warehouses archive historical information for 

analytical purposes. As new data is continuously 

added and existing data updated, these warehouses 

grow significantly in size. They are typically much 

larger than transactional systems due to their focus on 

supporting complex, data-intensive queries. 

Analytical applications often issue ad hoc and 

resource-heavy queries involving large-scale data 

access, multiple joins, and extensive aggregations. 

These OLAP (Online Analytical Processing) queries 

are far more complex than standard OLTP (Online 

Transaction Processing) operations. Several adaptive 

cache replacement algorithms, such as ARC, CAR, 

and LIRS, improve performance by using historical 

data and reuse distance rather than simple recency, as 

in LRU. These algorithms adjust dynamically to 

access patterns using self-tuning parameters. For 

example, CAR uses two clocks to distinguish between 

short-term and long-term utility and adapts using 

evicted page history. Other techniques, like sequential 

pattern mining, clustering, and frequency-size-based 

heuristics, have also been explored to enhance cache 

and database performance. 

 

In materialized view selection, various strategies have 

been proposed to improve query response time and 

reduce maintenance costs. Techniques include 

clustering similar queries (CBDMVS), association 

rule mining (ARMMVVM), greedy algorithms, and 

optimization-based methods like particle swarm and 

game theory. Some works focused on selecting views 

based on storage constraints, while others used 

AND/OR graphs to model query plans. Recent efforts 

also integrate cost models, data cubes, and heuristic 

search algorithms to identify optimal or near-optimal 

view sets. Reviews of these methods highlight gaps 

and suggest future research directions to refine view 

selection in cloud and big data environments. 

Traditional cache management algorithms like Least 

Recently Used (LRU) are effective for general 

workloads but have limitations under specific access 

patterns. LRU prioritizes recency, which can cause 

inefficiencies, especially in scan-heavy or mixed 

workloads. It often fails to distinguish between 

frequently accessed and rarely used data, leading to 

cache pollution. Approximations such as CLOCK and 
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DUELING CLOCK attempt to mitigate these issues 

but still inherit core weaknesses. The Touch Count 

approach, by inserting blocks mid-list, shows better 

adaptability in such scenarios. 

1.1 Frequency-Based Cache Management 

Least Frequently Used (LFU) retains blocks based on 

access count but struggles with stale data occupying 

cache space due to outdated usage patterns. To 

improve LFU's adaptability, several enhanced 

techniques have been proposed. Frequency-Based 

Replacement (FBR) integrates reference counting for 

better locality tracking. The Multi-Queue (MQ) 

system classifies blocks into different queues based on 

usage frequency. 2Q and LIRS algorithms further 

refine this idea, keeping only consistently accessed 

blocks, thereby reducing short-term frequency bias. 

 

1.2 Recency-Frequency Hybrid Policies 

To combine the strengths of LRU and LFU, LRU-K 

considers the last K references for eviction decisions, 

capturing both frequency and recency. LRFU (Lately 

Referenced and Frequently Used) uses a Combined 

Recency-Frequency (CRF) score to estimate future 

block access likelihood. While effective, LRFU may 

falter with cyclical access patterns. CLOCK-Pro 

improves CLOCK by integrating LIRS-style decisions 

without preset parameters, offering strong 

performance across diverse workloads. 

 

1.3 Adaptive Cache Management 

Adaptive algorithms leverage eviction history to 

respond dynamically to changing patterns. ARC 

(Adaptive Replacement Cache) and its variants, such 

as CAR and CART, merge recency and frequency 

using a self-adjusting parameter. ARC manages two 

main lists—short-term (T1) and long-term (T2)—and 

their respective ghost lists (B1, B2) to continuously 

rebalance priorities. CAR introduces dual CLOCK 

structures to track both short- and long-term utility. 

These strategies outperform static methods by 

automatically adjusting to workload behavior, 

addressing key LRU shortcomings. 

 

II. RESEARCH METHODOLOGY 

 

In data warehouses supporting business intelligence 

systems, materialized views are widely used to 

enhance the performance of complex decision support 

queries. These queries often involve expensive 

operations such as joins across large tables and heavy 

aggregations (e.g., SUM, AVG, COUNT, 

VARIANCE, STDDEV, MAX, MIN). As these 

queries are typically executed over massive historical 

datasets to detect trends, the computational cost can be 

significant. 

 

Creating materialized views helps reduce this burden 

by precomputing and storing intermediate results. 

However, when dealing with workloads containing 

millions of queries, generating and maintaining 

materialized views becomes costly. Therefore, it is 

essential to select a minimal set of materialized views 

that can maximize performance benefits for the most 

demanding queries. 

1. Component-Level Materialization: 

Unlike conventional methods that generate 

materialized views for entire queries, the proposed 

approach creates views based on frequently recurring 

query components and subqueries. 

2. Plan-Based Analysis: 

Instead of analyzing raw query text, we extract 

frequent subcomponents by studying execution plans 

from past query workloads, offering a more accurate 

representation of query behavior. 

3. Efficient Tree Mining Algorithm: 

We introduce a specialized tree mining algorithm 

designed to operate on execution plan trees. This 

method incorporates advanced pruning techniques to 

reduce search space and manage large-scale query 

workloads effectively. 

 

Through extensive experiments using standard 

benchmarks, real-world, and synthetic datasets, we 

demonstrate that our approach identifies a richer set of 

candidate subqueries compared to state-of-the-art and 

traditional techniques, leading to better materialization 

strategies. 
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Fig. 1: Performance comparison on OLTP trace 

III. RESULTS ANALYSIS 

 

The Adaptive LRLFU algorithm consistently delivers 

the highest hit ratios across diverse workloads, 

particularly excelling in scenarios with periodic or 

irregular access patterns. Although its advantage is 

less pronounced in random workloads, it still 

outperforms leading algorithms such as ARC, CAR, 

LIRS, and CART. It demonstrates strong resilience to 

unpredictable access patterns and benefits 

significantly from larger buffer caches. 

In workloads dominated by a fixed working set, 

Predictive LRLFU offers similar performance, but 

Adaptive LRLFU generally remains more effective. 

As cache size grows beyond the working set, 

performance differences between algorithms 

diminish; however, Adaptive LRLFU continues to 

utilize memory more efficiently, especially in limited 

cache environments. 

CONCLUSION 

 

This work introduces two innovative buffer 

management algorithms—Predictive LRLFU (PR-

LRLFU) and Adaptive LRLFU (AD-LRLFU)—which 

leverage access pattern periodicity to enhance cache 

replacement. Evaluated on both synthetic and real-

world workloads, they consistently surpass traditional 

methods such as LRU, LIRS, ARC, and CAR, 

especially in scenarios with small cache sizes or 

recurring access trends. Their predictive and adaptive 

features enable robust performance across diverse 

workloads, making them ideal for shared cloud 

databases. 

Additionally, the PR-ACF algorithm is proposed for 

flash-based systems. It reduces write operations by 

selectively evicting clean pages using a probability-

driven model. By dividing the cache into HOT and 

COLD zones and targeting only cold, clean pages for 

eviction, PR-ACF achieves superior hit ratios, fewer 

write operations, and faster runtimes compared to 

existing flash caching techniques when tested on 

Flash-DBSim. 
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